**LAPORAN PRAKTIKUM 2**

**KOMPLEKSITAS WAKTU DARI ALGORITMA**

**MATA KULIAH**

**ANALISIS ALGORITMA**

![](data:image/jpeg;base64,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)

**FIRMANSYAH YANUAR - 140810170051**

**PROGRAM STUDI S-1 TEKNIK INFORMATIKA**

**DEPARTEMEN ILMU KOMPUTER**

**FAKULTAS MATEMATIKA DAN ILMU PENGETAHUAN ALAM**

**UNIVERSITAS PADJADJARAN**

**MARET 2019**

# Pendahuluan

Dalam memecahkan suatu masalah dengan komputer seringkali kita dihadapkan pada pilihan berikut:

1. Menggunakan algoritma yang waktu eksekusinya cepat dengan komputer standar
2. Menggunakan algoritma yang waktu eksekusinya tidak terlalu cepat dengan komputer yang cepat

Dikarenakan keterbatasan sumber daya, pola pemecahan masalah beralih ke pertimbangan menggunakan algoritma. Oleh karena itu diperlukan algoritma yang efektif dan efisien atau lebih tepatnya Algoritma yang mangkus.

Algoritma yang mangkus diukur dari berapa **jumlah waktu dan ruang (space) memori** yang dibutuhkan untuk menjalankannya. Algoritma yang mangkus ialah algoritma yang meminimumkan kebutuhan waktu dan ruang. Penentuan kemangkusan algoritma adakah dengan melakukan pengukuran kompleksitas algoritma.

Kompleksitas algoritma terdiri dari kompleksitas waktu dan ruang. Terminologi yang diperlukan dalam membahas kompleksitas waktu dan ruang adalah:

1. Ukuran input data untuk suatu algoritma, .

Contoh algoritma pengurutan elemen-elemen larik, adalah jumlah elemen larik. Sedangkan dalam algoritma perkalian matriks n adalah ukuran matriks .

1. Kompleksitas waktu, adalah jumlah operasi yang dilakukan untuk melaksanakan algoritma sebagai fungsi dari input .
2. Kompleksitas ruang, , adalah ruang memori yang dibutuhkan algoritma sebagai fungsi dari input .

**KOMPLEKSITAS WAKTU**

Kompleksitas waktu sebuah algoritma dapat dihitung dengan langkah-langkah sebagai berikut:

1. Menetapkan ukuran input
2. Menghitung banyaknya operasi yang dilakukan oleh algoritma.

Dalam sebuah algoritma terdapat banyak jenis operasi seperti operasi penjumlahan, pengurangan, perbandingan, pembagian, pembacaan, pemanggilan prosedur, dsb.

**CONTOH**

**Algoritma Menghitung Nilai Rata-rata**

procedure HitungRerata (input x1, x2, …, xn: integer, output r: real)

{ Menghitung nilai rata-rata dari sekumpulan elemen larik integer x1, x2, … xn.

Nilai rata-rata akan disimpan di dalam variable r.

**Input:** x1, x2, … xn

**Output**: r (nilai rata-rata)

}

**Deklarasi**

i : integer

jumlah : real

**Algoritma**

Jumlah 🡨 0

i 🡨 1

while i ≤ n do

jumlah 🡨 jumlah + ai

i 🡨 i + 1

endwhile

{i > n}

r 🡨 jumlah/n {nilai rata-rata}

**Menghitung Kompleksitas Waktu dari Algoritma Menghitung Nilai Rata-rata**

Jenis-jenis operasi yang terdapat di dalam Algoritma HitungRerata adalah:

* Operasi pengisian nilai/*assignment* (dengan operator “🡨”)
* Operasi penjumlahan (dengan operator “+”)
* Operasi pembagian (dengan operator “/”)

Cara menghitung kompleksitas waktu dari algoritma tersebut adalah sengan cra menghitung masing-masing jumlah operasi. Jika operasi tersebut berada di sebuah loop, maka jumlah operasinya bergantung berapa kali loop tersebut diulangi.

1. Operasi pengisian nilai (*assignment*)

jumlah 🡨 0, 1 kali

k 🡨 1, 1 kali

jumlah 🡨jumlah + ak n kali

k 🡨 k+1, n kali

r 🡨 jumlah/n, 1 kali

Jumlah seluruh operasi pengisian nilai (*assignment*) adalah

1. Operasi penjumlahan

Jumlah + ak, n kali

k+1, n kali

Jumlah seluruh operasi penjumlahan adalah

1. Operasi pembagian

Jumlah seluruh operasi pembagian adalah

Jumlah/n 1 kali

Dengan demikian, kompleksitas waktu algoritma dihitung berdasarkan jumlah operasi aritmatika dan operasi pengisian nilai adalah:

# Studi Kasus 1: Pencarian Nilai Maksimal

Buatlah programnya dan hitunglah kompleksitas waktu dari algoritma berikut:

**Algoritma Pencarian Nilai Maksimal**

procedure CariMaks(input x1, x2, …, xn: integer, output maks: integer)

{ Mencari elemen terbesar dari sekumpulan elemen larik integer x1, x2, …, xn. Elemen terbesar akan disimpan di dalam maks

Input: x1, x2, …, xn

Output: maks (nilai terbesar)

}

**Deklarasi**

i : integer

**Algoritma**

maks 🡨 x1

i 🡨 2

while i ≤ n do

if xi > maks then

maks 🡨 xi

endif

i 🡨 i + 1

endwhile

{i > n}
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**Source Code:**

#include <iostream>

using *namespace* std;

#define N 4

*int* CariMaks(*int* x[]){

*int* maks = x[0];

for(*int* i = 1; i < N; i++){

if(x[i] > maks)

maks = x[i];

}

return maks;

}

*int* main(){

*int* x[N] = {1,3,99,2};

cout << CariMaks(x);

}

**Hasil Program:**
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1. Operasi pengisian nilai (*assignment*)

maks 🡨 x1 1 kali

i 🡨 2, 1 kali

maks 🡨 x1 n-1 kali (worst case)

0 kali (best case)

i 🡨 i + 1, n kali

Jumlah seluruh operasi pengisian nilai (*assignment*) adalah

1. Operasi penjumlahan

i + 1k, n kali

Jumlah seluruh operasi penjumlahan adalah

**PEMBAGIAN KOMPLEKSITAS WAKTU**

Hal lain yang harus diperhatikan dalam menghitung kompleksitas waktu suatu algoritma adalah parameter yang mencirikan ukuran input. Contoh pada algoritma pencarian, waktu yang dibutuhkan untuk melakukan pencarian tidak hanya bergantung pada ukuran larik () saja, tetapi juga bergantung pada nilai elemen () yang dicari.

Misalkan:

* Terdapat sebuah larik dengan panjang elemen 130 dimulai dari
* Asumsikan elemen-elemen larik sudah terurut. Jika , maka waktu pencariannya lebih cepat 130 kali dari pada atau tidak ada di dalam larik.
* Demikian pula, jika , maka waktu pencariannya ½ kali lebih cepat daripada

Oleh karena itu, kompleksitas waktu dibedakan menjadi 3 macam:

1. : kompleksitas waktu untuk kasus terbaik (***best case***)

merupakan kebutuhan waktu minimum yang diperlukan algoritma sebagai fungsi dari .

1. : kompleksitas waktu untuk kasus rata-rata (***average case***)

merupakan kebutuhan waktu rata-rata yang diperlukan algoritma sebagai fungsi dari . Biasanya pada kasus ini dibuat asumsi bahwa semua barisan input bersifat sama. Contoh pada kasus *searching* diandaikan data yang dicari mempunyai peluang yang sama untuk tertarik dari larik.

1. : kompleksitas waktu untuk kasus terburuk (***worst case***)

merupakan kebutuhan waktu maksimum yang diperlukan algoritma sebagai fungsi dari .

# Studi Kasus 2: *Sequential Search*

Diberikan larik bilangan bulan yang telah terurut menaik dan tidak ada elemen ganda. Buatlah programnya dengan C++ dan hitunglah kompleksitas waktu terbaik, terburuk, dan rata-rata dari algoritma pencarian beruntun (*sequential search*). Algoritma *sequential search* berikut menghasilkan indeks elemen yang bernilai sama dengan y. Jika y tidak ditemukan, indeks 0 akan dihasilkan.

procedure SequentialSearch(input : integer, y : integer, output idx : integer)

{ Mencari di dalam elemen .

Lokasi (indeks elemen) tempat ditemukan diisi ke dalam idx.

Jika tidak ditemukan, makai idx diisi dengan 0.

Input:

Output: idx

}

**Deklarasi**

i : integer

found : boolean {bernilai true jika y ditemukan atau false jika y tidak ditemukan}

**Algoritma**

i 🡨 1

found 🡨 false

while (i ≤ n) and (not found) do

if xi = y then

found 🡨 true

else

i 🡨 i + 1

endif

endwhile

{*i < n or found*}

If found then {*y ditemukan*}

idx 🡨 i

else

idx 🡨 0 {y tidak ditemukan}

endif
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1. Best Case: ini terjadi bila a1 = x.

Tmin(n) = 1

1. Worst Case : bila an = x atau x tidak ditemukan.

Tmax(n) = n

1. *Average Case*: Jika *x* ditemukan pada posisi ke-*j*, maka operasi perbandingan (ak = x) akan dieksekusi sebanyak *j* kali.

*T*avg(*n*) = (1+2+3+..+n)/n = (1/2n(1+n))/n = (n+1)/2

Source Code:

#include <iostream>

using *namespace* std;

#define N 4

*int* SequentialSearch(*int* \*x, *int* y){

*int* idx;

*int* i = 0;

*bool* found = false;

while( i < sizeof(x) && !found){

if(x[i] == y)

found = true;

else

i++;

}

if(found)

idx = i;

else

idx = 0;

return idx;

}

*int* main(){

*int* x[N] = {1,3,99,2};

cout << "Index key : " << SequentialSearch(x,2);

}

Hasil Program

![](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAG8AAAASCAIAAADaGxcoAAAAAXNSR0IArs4c6QAABSZJREFUWEdjVNdQYhgFVAoBJiqZM2oMKARGQ5Oa6WA0NEdDk5ohQE2zGCG1UEzrKk95hLn//9/fHlu+lBiLmJhZYtrnO/3dllC5nBj1RKhhZeeMrptr/WNzajO1jCTCVtxK2HgF7XL7E7W4QEr+//7y9PiMiinnsamH5vQl1WHRMeGTL35l+HJhckxYDJFBSZEjh4zmX5/f72lLiI4BBlFsRt6ih7yG4enGWF0/Wm6SFKk///478+oDCxefIsmhychoXTZjZVusdfnMVUuXrFq6eHlLNNQQJmbm2Daw4KLlC90QZQQzC2scRHzJysXz2yJBrQYWVpuaWYuXz28Aa2ZiZbetmbVo6eQCC2L8wcrBldC+avH8+XVhIOVsnNyJ7RDzVyyY0QASY+PiSexZNGdyrgnEPFZOHufKaQt7s03xms/KzedSNWv5vKm1wcS4A6qGm5UlREn825M7a0gOTaAGRkZGebdc3kNhMXERUy//UHDrAAYJMCijm5a5CZybBEz8cZHxux5CjAYGZXTTEhe+MxNjwmITYmZcl/Cc1xr578/vYx05M6/+UvRojGBhY41tSNX8eW5y7oQTBH0BDEpgAWrPeXJiYmLTKgY2Du7o2jm2HCf6Y8LiU5IXPJDzAgbor19/V227/otfycIMZCA7G0uYuxrjveNTTxM0n3gFXPzCKR3AKJw/tceM+cycrvXYtRLI6f8Z/n++OLFmKcP//wwnjtz5yigqac7IyBCrKfv54sKOkyhmMjMyxGhIf7qwqOsUA8O/P/9O9h9+wiyvAUyf//78OtGZu++5snd7Y52r+N1tRAQlIzunSsnEufZcZ6YV9J4Bp0smpggV8bcXlvYBuX9+/D455dgzdjn1sD+//506/ugXn5I1MHWyMzOFKkv9fHITe+JBOPj310972tIik7Kb1xIRqN8+vp1TASw3w9IKym7LF81ozzHEpov0chMYmObSwphmAU0ylxJh5jfOg+TE5Qvne8rBlQG9vKx292M5aYm7uxqJaCwA07+crhb7z/vHe6FpjJmJyVRKjF3MvABi/pI5M9xkweb/+f771JQTL/iULE3YmZnDlcXfX925goggIkfJt++/1+69+U9AwRxbcLKQYyRWPf8YGE4+e5OmcGNqah8wcaICJlY2i8LpzkKX9t5S8phUei+vG0MJqoZ/f77d2Z23T2ZC0oI6hoSmlQwMf//9O/3sVZz4y+k5k8BpFQkAK4eVd17Y6dlbMmsrC98/Wo2ugGq+BBv07++vdy+xNZFIT5v///8/efDeNx5lG0tgCcoS0wGrhf7+Z1hy4ymfQVwZuABDAsysLFGt6Vq/z89rXzZh0Q02o4x6WHWGx5t/f3w/3l144I2q5wJwFfTr378Vd14KG0QXQesb5OD89WfVntvcBvFdRjzEJUzyaiF2Xm7LrGDV/09uYS05oaEJbL0Da+FcfW4GHoPcJauWLO7E7d3///4d61l0mdmwcOmiZfOd/++YfvEb2GN///xeWhez55NJPignggxcBKyFmFnZYtrmO0t/vDC//9S/37+P9S+9+kfFZx4xAfr7x8/ltbNvMKj7LJ1dG/nrx9elzSmHf1gUQs2HVeug3P773+mj97+xs/65e5zKCRPYeHerngXx0eLpfWF8FyfldWMvlqF9IermhIEwjYWT266gO0H02uSiKdSszUnyC+k5nSTj6aWYhZPDPDdK5cf5ZQMXlEC/Dvm0ycbJE103z0X23+8vN7ZmNKymV/xhtQcAl4QLIkQ+sJoAAAAASUVORK5CYII=)

# Studi Kasus 3: *Binary Search*

Diberikan larik bilangan bulan yang telah terurut menaik dan tidak ada elemen ganda. Buatlah programnya dengan C++ dan hitunglah kompleksitas waktu terbaik, terburuk, dan rata-rata dari algoritma pencarian bagi dua (*binary search*). Algoritma *binary search* berikut menghasilkan indeks elemen yang bernilai sama dengan y. Jika y tidak ditemukan, indeks 0 akan dihasilkan.

procedure BinarySearch(input : integer, x : integer, output : idx : integer)

{ Mencari y di dalam elemen . Lokasi (indeks elemen) tempat y ditemukan diisi ke dalam idx. Jika y tidak ditemukan makai dx diisi dengan 0.

**Input:**

**Output: idx**

}

**Deklarasi**

i, j, mid : integer

found : Boolean

**Algoritma**

i 🡨 1

j 🡨 n

found 🡨 false

while (not found) and ( i ≤ j) do

mid 🡨 (i + j) div 2

if xmid = y then

found 🡨 true

else

if xmid < y then {*mencari di bagian kanan*}

i 🡨 mid + 1

else {*mencari di bagian kiri*}

j 🡨 mid – 1

endif

endif

endwhile

{*found or i > j* }

If found then

Idx 🡨 mid

else

Idx 🡨 0

Endif
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1. Kasus terbaik

Tmin(n) = 1

1. Kasus terburuk

Tmax (n) = 2log n

Source Code

#include <iostream>

using *namespace* std;

#define N 5

*int* BinarySearch(*int* \*x, *int* y){

*int* i = 0,j = N,mid;

*bool* found = false;

while (!found && i<=j){

mid = (i+j)/2;

if( x[mid] == y )

found = true;

else if( x[mid] < y)

i = mid + 1;

else

j = mid - 1;

}

}

*int* main(){

*int* x[N] = {1,3,99,2,4};

cout << "Index key : " << BinarySearch(x,2);

}

Screenshot

![](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAHQAAAAVCAIAAAAYUF2PAAAAAXNSR0IArs4c6QAABO1JREFUWEdjVNdQYhgFtAkBJtoYO2oqKARGA5eG6WA0cEcDl4YhQEOjGZErtJjWVZ7yCMv+/7+/PbZ8KTG2MzGzxLTPd/q7LaFyOTHqiVDDys4ZXTfX+sfm1GZqGUmErQSUsPEKOuR1Jqv+e3JyVvH0cwRUoxQLS6rDomPCJ1/8yvDlwuSYsBgiQ5ZyNw8JE4AB61LR2RfO8OAxke4dLXOJDCg2Xm6zJJe/e7KLZrwiUgsRrQVGRuuyGSvbYq3LZ65aumTV0sXLW6KhpjMxM8e2gQUXLV/ohihQmFlY4yDiS1Yunt8WCWqVsLDa1MxavHx+A1gzEyu7bc2sRUsnF1gQ41JWDq6E9lWL58+vCwMpZ+PkTmyHmL9iwYwGkBgbF09iz6I5k3NNIOaxcvI4V05b2Jttitd8Vm4+l6pZy+dNrQ0m4I5fn9/v7a1oXUeMc2FqiEq5jIyM8m65vIfCYuIipl7+oeDWAQwhYMhGNy1zEzg3KSYsOi4yftdDiJnAkI1uWuLCd2ZiTFhsQsyM6xKe81oj//35fawjZ+bVX4oejREsbKyxDamaP89Nzp1wgqBrgSELLHztOU9OTExsWsXAxsEdXTvHluNEf0xYfEryggdyXsDw/fXr76pt13/xK1mYgQxkZ2MJc1djvHd86mmC5tNOAVGB+5/h/+eLE2uWMvz/z3DiyJ2vjKKS5oyMDLGasp8vLuw4ieI6ZkaGGA3pTxcWdZ1iYPj359/J/sNPmOU1gKn3359fJzpz9z1X9m5vrHMVv7uNiJBlZOdUKZk4157rzLSC3jPgVMvEFKEi/vbC0j4g98+P3yenHHvGLqce9uf3v1PHH/3iU7IGpl12ZqZQZamfT26uIRByv79+2tOWFpmU3byWBmFMVOBisRcYtubSwpgSQPPMpUSY+Y3zINl2+cL5nnJwZcAQWFa7+7GctMTdXY1ENEOAuUNOV4v95/3jvdAUyMzEZColxi5mXgAxf8mcGW6yYPP/fP99asqJF3xKlibszMzhyuLvr+5cQYMQI8FIFhLUEqP0HwPDyWdv0hRuTE3tAyZdVMDEymZRON1Z6NLeW0oek0rv5XVjKEHV8O/Ptzu78/bJTEhaUMeQ0LSSgeHvv3+nn72KE385PWcSOCUjgZ9//62888JOz96SWVtZ+P7RanQFxHiAmmrITbn///8/efDeNx5lG0tg6csS0wGr0P7+Z1hy4ymfQVwZuPBDAsysLFGt6Vq/z89rXzZh0Q02o4x6WM2Ix0d/f3w/3l144I2q5wJwbfbr378Vd14KG0QXQasu5ND99WfVntvcBvFdRjzEJVviKzRyAh0lcIGdCGD9nqvPzcBjkLtk1ZLFnbh9///fv2M9iy4zGxYuXbRsvvP/HdMvfgM74O+f30vrYvZ8MskHZVuQgYuAFRozK1tM23xn6Y8X5vef+vf797H+pVf/qPjMIyZ8f//4ubx29g0GdZ+ls2sjf/34urQ55fAPi0Ko+bAGA6ho+P3v9NH739hZ/9w9Tu1ky8UvnNKxaums2ZMc5Fh5ZG2KVi2cM60sEF+go/TQyImdwaWHhZPbrqA7QfTa5KIpA9lOgIQKucXC4ApTqGtYODnMc6NUfpxfNghCFuimYZJy2Th5ouvmucj++/3lxtaMhtWDI+6HSeAOjsBEd8WwKhYGWxCPBi4NYwQA61fgKVVeaDQAAAAASUVORK5CYII=)

# Studi Kasus 4: Insertion Sort

1. Buatlah program insertion sort dengan menggunakan bahasa C++
2. Hitunglah operasi perbandingan elemen larik dan operasi pertukaran pada algoritma insertion sort.
3. Tentukan kompleksitas waktu terbaik, terburuk, dan rata-rata untuk algoritma insertion sort.

procedure InsertionSort(input/output : integer)

{ Mengurutkan elemen-elemen dengan metode insertion sort.

Input:

OutputL (sudah terurut menaik)

}

**Deklarasi**

i, j, insert : integer

**Algoritma**

for i 🡨 2 to n do

insert 🡨 xi

j 🡨 i

while (j < i) and (x[j-i] > insert) do

x[j]🡨 x[j-1]

j🡨j-1

endwhile

x[j] = insert

endfor
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Loop sementara dijalankan hanya jika i> j dan arr [i] <arr [j]. Jumlah total iterasi loop sementara (Untuk semua nilai i) sama dengan jumlah inversi.

Kompleksitas waktu keseluruhan dari jenis penyisipan adalah O (n + f (n)) di mana f (n) adalah jumlah inversi.Jika jumlah inversi adalah O(n), maka kompleksitas waktu dari jenis penyisipan adalah O(n).

Dalam kasus terburuk, bisa ada inversi n \* (n-1) / 2. Kasus terburuk terjadi ketika array diurutkan dalam urutan terbalik. Jadi kompleksitas waktu kasus terburuk dari jenis penyisipan adalah O (n2).

Source Code

#include <iostream>

using *namespace* std;

#define N 5

*void* InsertionSort(*int* \*x){

*int* insert,j;

for(*int* i = 1; i < N; i++){

insert = x[i];

j = i-1;

while(j >= 0 && x[j] > insert){

x[j+1] = x[j];

j--;

}

x[j+1] = insert;

}

}

*void* printArray(*int* \*x){

for(*int* i = 0; i < N; i++)

{

cout << " " << x[i];

}

cout << endl;

}

*int* main(){

*int* x[N] = {1,3,99,2,4};

cout << "Sebelum sort : "; printArray(x);

InsertionSort(x);

cout << "Setelah sort : "; printArray(x);

}

Screenshot

![](data:image/png;base64,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)

# Studi Kasus 5: Selection Sort

1. Buatlah program selection sort dengan menggunakan bahasa C++
2. Hitunglah operasi perbandingan elemen larik dan operasi pertukaran pada algoritma selection sort.
3. Tentukan kompleksitas waktu terbaik, terburuk, dan rata-rata untuk algoritma insertion sort.

procedure SelectionSort(input/output : integer)

{ Mengurutkan elemen-elemen dengan metode selection sort.

Input:

OutputL (sudah terurut menaik)

}

**Deklarasi**

i, j, imaks, temp : integer

**Algoritma**

for i 🡨 n downto 2 do {*pass sebanyak n-1 kali*}

imaks 🡨 1

for j 🡨 2 to i do

if xj > ximaks then

imaks 🡨 j

endif

endfor

{pertukarkan ximaks dengan xi}

temp 🡨 xi

xi 🡨 ximaks

ximaks 🡨 temp

endfor
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1. Jumlah operasi perbandingan element. Untuk setiap *pass* ke-*i*,

*i*= 1 –>  jumlah perbandingan  = *n* – 1

*i* = 2 –>  jumlah perbandingan = *n* – 2

*i*= 3  –> jumlah perbandingan = *n* – 3

:

*i* = *k* –>  jumlah perbandingan = *n* – *k*

:

*i*= *n* – 1  –> jumlah perbandingan = 1

Jumlah seluruh operasi perbandingan elemen-elemen larik adalah    *T*(*n*) = (*n* – 1) + (*n* – 2) + … + 1

Ini adalah kompleksitas waktu untuk kasus terbaik dan terburuk, karena algoritma Urut tidak bergantung pada  batasan apakah data masukannya sudah terurut atau acak.

1. Jumlah operasi pertukaran

Untuk setiap*i* dari 1 sampai *n* – 1, terjadi satu kali pertukaran elemen, sehingga jumlah operasi pertukaran seluruhnya   adalah  *T*(*n*) = *n* – 1.

Jadi, algoritma pengurutan maksimum membutuhkan *n*(*n* – 1 )/2 buah operasi perbandingan elemen dan *n* – 1  buah operasi pertukaran.

Source Code

#include <iostream>

using *namespace* std;

#define N 5

*void* SelectionSort(*int* \*x){

*int* imaks,temp;

for(*int* i = N-1; i >= 1; i--){

imaks = 0;

for(*int* j = 1; j <= i; j++)

if(x[j] > x[imaks])

imaks = j;

temp = x[i];

x[i] = x[imaks];

x[imaks] = temp;

}

}

*void* printArray(*int* \*x){

for(*int* i = 0; i < N; i++)

{

cout << " " << x[i];

}

cout << endl;

}

*int* main(){

*int* x[N] = {1,3,99,2,4};

cout << "Sebelum sort : "; printArray(x);

SelectionSort(x);

cout << "Setelah sort : "; printArray(x);

}
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